**8086 Assembler**   
  
  
This tutorial is intended for those who are not familiar with assembler at all, or have a very distant idea about it. Of course if you have knowledge of some other programming language (Basic, C/C++, Pascal...) that may help you a lot.   
But even if you are familiar with assembler, it is still a good idea to look through this document in order to study *Emu8086* syntax.   
  
It is assumed that you have some knowledge about number representation (HEX/BIN), if not it is highly recommended to study [**Numbering Systems Tutorial**](http://ce.kashanu.ac.ir/sabaghian/assembly/8086%20tutorial/Numbering%20Systems%20Tutorial.htm) before you proceed.   
  
  
**What is an assembly language?**   
  
Assembly language is a low level programming language. You need to get some knowledge about computer structure in order to understand anything. The simple computer model as I see it:  
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The **system bus** (shown in yellow) connects the various components of a computer.  
The **CPU** is the heart of the computer, most of computations occur inside the **CPU**.  
**RAM** is a place to where the programs are loaded in order to be executed.   
  
  
**Inside the CPU**   
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**GENERAL PURPOSE REGISTERS**  
  
8086 CPU has 8 general purpose registers, each register has its own name: 

* **AX** - the accumulator register (divided into **AH / AL**).
* **BX** - the base address register (divided into **BH / BL**).
* **CX** - the count register (divided into **CH / CL**).
* **DX** - the data register (divided into **DH / DL**).
* **SI** - source index register.
* **DI** - destination index register.
* **BP** - base pointer.
* **SP** - stack pointer.

Despite the name of a register, it's the programmer who determines the usage for each general purpose register. The main purpose of a register is to keep a number (variable). The size of the above registers is 16 bit, it's something like: **0011000000111001b** (in binary form), or **12345** in decimal (human) form.   
  
4 general purpose registers (AX, BX, CX, DX) are made of two separate 8 bit registers, for example if AX= **0011000000111001b**, then AH=**00110000b** and AL=**00111001b**. Therefore, when you modify any of the 8 bit registers 16 bit register is also updated, and vice-versa. The same is for other 3 registers, "H" is for high and "L" is for low part.   
  
Because registers are located inside the CPU, they are much faster than memory. Accessing a memory location requires the use of a system bus, so it takes much longer. Accessing data in a register usually takes no time. Therefore, you should try to keep variables in the registers. Register sets are very small and most registers have special purposes which limit their use as variables, but they are still an excellent place to store temporary data of calculations.   
  
**SEGMENT REGISTERS**

* **CS** - points at the segment containing the current program.
* **DS** - generally points at segment where variables are defined.
* **ES** - extra segment register, it's up to a coder to define its usage.
* **SS** - points at the segment containing the stack.

Although it is possible to store any data in the segment registers, this is never a good idea. The segment registers have a very special purpose - pointing at accessible blocks of memory.   
  
Segment registers work together with general purpose register to access any memory value. For example if we would like to access memory at the physical address **12345h** (hexadecimal), we should set the **DS = 1230h** and **SI = 0045h**. This is good, since this way we can access much more memory than with a single register that is limited to 16 bit values.  
CPU makes a calculation of physical address by multiplying the segment register by 10h and adding general purpose register to it(1230h \* 10h + 45h = 12345h):  
![http://ce.kashanu.ac.ir/sabaghian/assembly/8086%20tutorial/fp1/effective_address.gif](data:image/gif;base64,R0lGODdhPwBLAJkAAP///wAAAAAA/wAAACwAAAAAPwBLAAAC/4SPqcvtD6OctNqLs968+w+G4kiW5omm6sq2ZhAgMCzPyRwfwi58tkEDBIc5YS64MyQ3uCIReHTGfkmer1hTBI3GXHXZ2R7E3SwXsARzyOSxdOr9Xs1uqBuulHu27af9nNaz9/bThWWIwCPostLGCOH4yNB0KNkQabmAmYmBU8N3SPkS9edXl0Lzk/pkerJKqop3huJXK9vkugqF1/pHYkPEK0o3Yut7PFvieVcZXMkJHS09TV3tQomdrZ1t3e39DR4uLra8i8WGOyhVSoq8eZF+ZmzXO6fVvF4/eH9Dflu+j5iZeu8q+OvHLh4yJusQJnP3TAOocgBPVRSHMaPGjQ0cO3r8CDKkyJEkIRQAADs=)   
The address formed with 2 registers is called an **effective address**.   
By default **BX, SI** and **DI** registers work with **DS** segment register;  
**BP** and **SP** work with **SS** segment register.  
Other general purpose registers cannot form an effective address!   
Also, although **BX** can form an effective address, **BH** and **BL** cannot!   
  
**SPECIAL PURPOSE REGISTERS**

* **IP** - the instruction pointer.
* **Flags Register** - determines the current state of the processor.

**IP** register always works together with **CS** segment register and it points to currently executing instruction.  
**Flags Register** is modified automatically by CPU after mathematical operations, this allows to determine the type of the result, and to determine conditions to transfer control to other parts of the program.  
Generally you cannot access these registers directly.

**Memory Access**   
  
To access memory we can use these four registers: **BX, SI, DI, BP**.  
Combining these registers inside **[ ]** symbols, we can get different memory locations. These combinations are supported (addressing modes): 

|  |  |  |
| --- | --- | --- |
| [BX + SI] [BX + DI] [BP + SI] [BP + DI] | [SI] [DI] d16 (variable offset only) [BX] | [BX + SI] + d8 [BX + DI] + d8 [BP + SI] + d8 [BP + DI] + d8 |
| [SI] + d8 [DI] + d8 [BP] + d8 [BX] + d8 | [BX + SI] + d16 [BX + DI] + d16 [BP + SI] + d16 [BP + DI] + d16 | [SI] + d16 [DI] + d16 [BP] + d16 [BX] + d16 |

**d8** - stays for 8 bit displacement.  
  
**d16** - stays for 16 bit displacement.  
  
Displacement can be a immediate value or offset of a variable, or even both. It's up to compiler to calculate a single immediate value.  
  
Displacement can be inside or outside of **[ ]** symbols, compiler generates the same machine code for both ways.   
  
Displacement is a **signed** value, so it can be both positive or negative.   
  
Generally the compiler takes care about difference between **d8** and **d16**, and generates the required machine code.   
  
  
For example, let's assume that **DS = 100**, **BX = 30**, **SI = 70**.  
The following addressing mode: **[BX + SI] + 25**   
is calculated by processor to this physical address: **100 \* 16 + 30 + 70 + 25 = 1725**.   
  
By default **DS** segment register is used for all modes except those with **BP** register, for these **SS** segment register is used.   
  
There is an easy way to remember all those possible combinations using this chart:   
  
![http://ce.kashanu.ac.ir/sabaghian/assembly/8086%20tutorial/fp2/addressing_mode.gif](data:image/gif;base64,R0lGODdhpQBMAIgAAP///wAAACwAAAAApQBMAAAC/4SPqcvtD6OctNqLs968+w+G4kiW5omm6so2wQvH8kzX9o3n+s73PuxqCYegQJCITFqMDKbyCW0eo1SqU3GtapFZRHcLXn0N33H43DGXVebiuQ1QL+Afevr9kGPZKTsRrpfgxzGoUdgCOOXFh3LIkii1lxdz8EJG50dZCeTgKJanWAlhGcdEStoZcXqFGloFORc7ebkZp6o61hoJBispOGrKmimhSwsa1vvr66JZe0vcVbyslbw4PRcsKn3dmbVtzXssq9xtvDpa0fotiizOjZldapwKPC/vTo0Pvt/UfK7fTx0nV1YAkhl3wtMSPPQQsmvUhyHBg9xGKEwncdc7Rv8JMzrkRxGiSBHrnk20VZFkxDTCNlR7CJLERQozvdRMGXLjyo7YcHFqdukn0JwfYRotcdOkIHj2BGKJd5SczpEmoskod6+pVXsoT67ZWbVfvaxkS6H6FzUm0bUywdoc67TnPV0v2SZVitQQ1LLO0LJV2xVwiLsGJ1w1K3TgYcGBpaZVSVXIt7qN/0Lm+SeQRseWB7tFpLmoXY5h2zWcirl0uNOcK7eN/KrwV9gWPaaczUzx0M0BvQ3kXZB1TKZz9wJ/Wrak6yiUcYstzlX0Uq3oTHuV3jeecjt+t9tuPXqS7t8n35L1bv24a+J+q886j+k7YOdy2xc2H1d48Os4zRl0v18LXfGlJx19T+lGk0++lUTYZeoZWBttzMmGnRsSQtFchXV8tt+DGnrQYHlKZMgFhxPq1xkaKm6o3oouEiLiizIu1OKMNhoW44068rdjjzjW6GOQloUoZD69/YBkkkouyWSTixUJZZRSTklllVZeiWUVBQAAOw==)   
You can form all valid combinations by taking only one item from each column or skipping the column by not taking anything from it. As you see **BX** and **BP** never go together. **SI** and **DI** also don't go together. Here is an example of a valid addressing mode:**[BX+5]**. 

The value in segment register (CS, DS, SS, ES) is called a "**segment**",  
and the value in purpose register (BX, SI, DI, BP) is called an "**offset**".  
When DS contains value **1234h** and SI contains the value **7890h** it can be also recorded as **1234:7890**. The physical address will be 1234h \* 10h + 7890h = 19BD0h. 

In order to say the compiler about data type,  
these prefixes should be used:  
  
**BYTE PTR** - for byte.  
**WORD PTR** - for word (two bytes).  
  
For example:

BYTE PTR [BX] ; byte access.

or

WORD PTR [BX] ; word access.

*Emu8086* supports shorter prefixes as well:  
  
**b.** - for **BYTE PTR**  
**w.** - for **WORD PTR**  
  
sometimes compiler can calculate the data type automatically, but you may not and should not rely on that when one of the operands is an immediate value. 

**MOV instruction** 

* Copies the **second operand** (source) to the **first operand** (destination).
* The source operand can be an immediate value, general-purpose register or memory location.
* The destination register can be a general-purpose register, or memory location.
* Both operands must be the same size, which can be a byte or a word.

|  |
| --- |
| These types of operands are supported:  MOV REG, memory MOV memory, REG MOV REG, REG MOV memory, immediate MOV REG, immediate  **REG**: AX, BX, CX, DX, AH, AL, BL, BH, CH, CL, DH, DL, DI, SI, BP, SP.  **memory**: [BX], [BX+SI+7], variable, etc...  **immediate**: 5, -24, 3Fh, 10001101b, etc... |

|  |
| --- |
| For segment registers only these types of **MOV** are supported:  MOV SREG, memory MOV memory, SREG MOV REG, SREG MOV SREG, REG  **SREG**: DS, ES, SS, and only as second operand: CS.  **REG**: AX, BX, CX, DX, AH, AL, BL, BH, CH, CL, DH, DL, DI, SI, BP, SP.  **memory**: [BX], [BX+SI+7], variable, etc... |

The **MOV** instruction cannot be used to set the value of the **CS** and **IP** registers. 

|  |
| --- |
| Here is a short program that demonstrates the use of **MOV** instruction:  #MAKE\_COM# ; instruct compiler to make COM file.  ORG 100h ; directive required for a COM program.  MOV AX, 0B800h ; set AX to hexadecimal value of B800h.  MOV DS, AX ; copy value of AX to DS.  MOV CL, 'A' ; set CL to ASCII code of 'A', it is 41h.  MOV CH, 01011111b ; set CH to binary value.  MOV BX, 15Eh ; set BX to 15Eh.  MOV [BX], CX ; copy contents of CX to memory at B800:015E  RET ; returns to operating system. |

**Variables**   
  
Variable is a memory location. For a programmer it is much easier to have some value be kept in a variable named "**var1**" then at the address 5A73:235B, especially when you have 10 or more variables.   
  
Label supports two types of variables: **BYTE** and **WORD**. 

|  |
| --- |
| Syntax for a variable declaration:  *name* **DB** *value*  *name* **DW** *value*  **DB** - stays for Define Byte. **DW** - stays for Define Word.  *name* - can be any letter or digit combination, though it should start with a letter. It's possible to declare unnamed variables by not specifying the name (this variable will have an address but no name).  *value* - can be any numeric value in any supported numbering system (hexadecimal, binary, or decimal), or "**?**" symbol for variables that are not initialized. |

As you probably know from *part 2* of this tutorial, **MOV** instruction is used to copy values from source to destination.   
Let's see another example with **MOV** instruction: 

|  |
| --- |
| MOV AL, var1  MOV BX, var2  VAR1 DB 7  var2 DW 1234h |

As you see this looks a lot like our example, except that variables are replaced with actual memory locations. When compiler makes machine code, it automatically replaces all variable names with their **offsets**. By default segment is loaded in **DS** register (when **COM** files is loaded the value of **DS** register is set to the same value as **CS** register - code segment).   
  
In memory list first row is an **offset**, second row is a **hexadecimal value**, third row is **decimal value**, and last row is an **ASCII**character value.   
  
Compiler is not case sensitive, so "**VAR1**" and "**var1**" refer to the same variable.   
  
The offset of **VAR1** is **0108h**, and full address is **0B56:0108**.   
  
The offset of **var2** is **0109h**, and full address is **0B56:0109**, this variable is a **WORD** so it occupies **2 BYTES**. It is assumed that low byte is stored at lower address, so **34h** is located before **12h**.   
  
You can see that there are some other instructions after the **RET** instruction, this happens because the debugger has no idea about where the data starts, it just processes the values in memory and it understands them as valid 8086 instructions (we will learn them later).  
You can even write the same program using **DB** directive only: 

|  |
| --- |
| DB 0A0h  DB 08h  DB 01h  DB 8Bh  DB 1Eh  DB 09h  DB 01h  DB 0C3h  DB 7  DB 34h  DB 12h |

**Arrays**   
  
Arrays can be seen as chains of variables. A text string is an example of a byte array, each character is presented as an ASCII code value (0..255).   
  
Here are some array definition examples:  
  
a DB 48h, 65h, 6Ch, 6Ch, 6Fh, 00h  
b DB 'Hello', 0   
  
*b* is an exact copy of the *a* array, when assembler sees a string inside quotes it automatically converts it to set of bytes. This chart shows a part of the memory where these arrays are declared:  
  
![http://ce.kashanu.ac.ir/sabaghian/assembly/8086%20tutorial/fp3/ARRAY.GIF](data:image/gif;base64,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)   
  
You can access the value of any element in array using square brackets, for example:  
MOV AL, a[3]   
  
You can also use any of the memory index registers **BX, SI, DI, BP**, for example:  
MOV SI, 3  
MOV AL, a[SI]  
  
  
If you need to declare a large array you can use **DUP** operator.  
The syntax for **DUP**:  
  
number DUP ( value(s) )   
number - number of duplicate to make (any constant value).  
value - expression that DUP will duplicate.  
  
for example:  
c DB 5 DUP(9)   
is an alternative way of declaring:  
c DB 9, 9, 9, 9, 9   
  
one more example:  
d DB 5 DUP(1, 2)   
is an alternative way of declaring:  
d DB 1, 2, 1, 2, 1, 2, 1, 2, 1, 2   
  
Of course, you can use **DW** instead of **DB** if it's required to keep values larger then 255, or smaller then -128. **DW** cannot be used to declare strings!   
  
The expansion of **DUP** operand should not be over 1020 characters! (the expansion of last example is 13 chars), if you need to declare huge array divide declaration it in two lines (you will get a single huge array in the memory). 

**Getting the Address of a Variable**   
  
There is **LEA** (Load Effective Address) instruction and alternative **OFFSET** operator. Both **OFFSET** and **LEA** can be used to get the offset address of the variable.  
**LEA** is more powerful because it also allows you to get the address of an indexed variables. Getting the address of the variable can be very useful in some situations, for example when you need to pass parameters to a procedure. 

**Reminder:**  
In order to tell the compiler about data type,  
these prefixes should be used:  
  
**BYTE PTR** - for byte.  
**WORD PTR** - for word (two bytes).  
  
For example:

BYTE PTR [BX] ; byte access.

or

WORD PTR [BX] ; word access.

Here is first example: 

|  |
| --- |
| MOV AL, VAR1 ; check value of VAR1 by moving it to AL.  LEA BX, VAR1 ; get address of VAR1 in BX.  MOV BYTE PTR [BX], 44h ; modify the contents of VAR1.  MOV AL, VAR1 ; check value of VAR1 by moving it to AL.  RET  VAR1 DB 22h |

Here is another example, that uses **OFFSET** instead of **LEA**: 

|  |
| --- |
| MOV AL, VAR1 ; check value of VAR1 by moving it to AL.  MOV BX, OFFSET VAR1 ; get address of VAR1 in BX.  MOV BYTE PTR [BX], 44h ; modify the contents of VAR1.  MOV AL, VAR1 ; check value of VAR1 by moving it to AL.  RET  VAR1 DB 22h  END |

Both examples have the same functionality.  
  
These lines:  
LEA BX, VAR1  
MOV BX, OFFSET VAR1   
are even compiled into the same machine code: MOV BX, num  
*num* is a 16 bit value of the variable offset.   
  
Please note that only these registers can be used inside square brackets (as memory pointers): **BX, SI, DI, BP**!

**Constants**   
  
Constants are just like variables, but they exist only until your program is compiled (assembled). After definition of a constant its value cannot be changed. To define constants **EQU** directive is used:

name EQU < any expression >

For example:

|  |
| --- |
| k EQU 5  MOV AX, k |

The above example is functionally identical to code:

|  |
| --- |
| MOV AX, 5 |

To view arrays you should click on a variable and set **Elements** property to array size. In assembly language there are not strict data types, so any variable can be presented as an array.   
  
Variable can be viewed in any numbering system:

* **HEX** - hexadecimal (base 16).
* **BIN** - binary (base 2).
* **OCT** - octal (base 8).
* **SIGNED** - signed decimal (base 10).
* **UNSIGNED** - unsigned decimal (base 10).
* **CHAR** - ASCII char code (there are 256 symbols, some symbols are invisible).

You can edit a variable's value when your program is running, simply double click it, or select it and click **Edit** button.   
  
It is possible to enter numbers in any system, hexadecimal numbers should have "**h**" suffix, binary "**b**" suffix, octal "**o**" suffix, decimal numbers require no suffix. String can be entered this way:  
**'hello world', 0**  
(this string is zero terminated).  
  
Arrays may be entered this way:  
**1, 2, 3, 4, 5**  
(the array can be array of bytes or words, it depends whether **BYTE** or **WORD** is selected for edited variable).   
  
Expressions are automatically converted, for example:  
when this expression is entered:  
**5 + 2**  
it will be converted to **7** etc...

**Interrupts**   
  
Interrupts can be seen as a number of functions. These functions make the programming much easier, instead of writing a code to print a character you can simply call the interrupt and it will do everything for you. There are also interrupt functions that work with disk drive and other hardware. We call such functions **software interrupts**.   
  
Interrupts are also triggered by different hardware, these are called **hardware interrupts**. Currently we are interested in**software interrupts** only.   
  
  
To make a **software interrupt** there is an **INT** instruction, it has very simple syntax:

**INT value**

Where **value** can be a number between 0 to 255 (or 0 to 0FFh),  
generally we will use hexadecimal numbers.   
You may think that there are only 256 functions, but that is not correct. Each interrupt may have sub-functions.   
To specify a sub-function **AH** register should be set before calling interrupt.  
Each interrupt may have up to 256 sub-functions (so we get 256 \* 256 = 65536 functions). In general **AH** register is used, but sometimes other registers maybe in use. Generally other registers are used to pass parameters and data to sub-function.  
  
The following example uses **INT 10h** sub-function **0Eh** to type a "Hello!" message. This functions displays a character on the screen, advancing the cursor and scrolling the screen as necessary. 

|  |
| --- |
| ; The sub-function that we are using  ; does not modify the AH register on  ; return, so we may set it only once.  MOV AH, 0Eh ; select sub-function.  ; INT 10h / 0Eh sub-function  ; receives an ASCII code of the  ; character that will be printed  ; in AL register.  MOV AL, 'H' ; ASCII code: 72  INT 10h ; print it!  MOV AL, 'e' ; ASCII code: 101  INT 10h ; print it!  MOV AL, 'l' ; ASCII code: 108  INT 10h ; print it!  MOV AL, 'l' ; ASCII code: 108  INT 10h ; print it!  MOV AL, 'o' ; ASCII code: 111  INT 10h ; print it!  MOV AL, '!' ; ASCII code: 33  INT 10h ; print it!  RET ; returns to operating system. |

**Arithmetic and Logic Instructions**   
  
Most Arithmetic and Logic Instructions affect the processor status register (or **Flags**)   
  
![http://ce.kashanu.ac.ir/sabaghian/assembly/8086%20tutorial/fp6/FLAGS.GIF](data:image/gif;base64,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)   
  
As you may see there are 16 bits in this register, each bit is called a **flag** and can take a value of **1** or **0**.

* **Carry Flag (CF)** - this flag is set to **1** when there is an **unsigned overflow**. For example when you add bytes **255 + 1**(result is not in range 0...255). When there is no overflow this flag is set to **0**.
* **Zero Flag (ZF)** - set to **1** when result is **zero**. For none zero result this flag is set to **0**.
* **Sign Flag (SF)** - set to **1** when result is **negative**. When result is **positive** it is set to **0**. Actually this flag take the value of the most significant bit.
* **Overflow Flag (OF)** - set to **1** when there is a **signed overflow**. For example, when you add bytes **100 + 50** (result is not in range -128...127).
* **Parity Flag (PF)** - this flag is set to **1** when there is even number of one bits in result, and to **0** when there is odd number of one bits. Even if result is a word only 8 low bits are analyzed!
* **Auxiliary Flag (AF)** - set to **1** when there is an **unsigned overflow** for low nibble (4 bits).
* **Interrupt enable Flag (IF)** - when this flag is set to **1** CPU reacts to interrupts from external devices.
* **Direction Flag (DF)** - this flag is used by some instructions to process data chains, when this flag is set to **0** - the processing is done forward, when this flag is set to **1** the processing is done backward.

There are 3 groups of instructions.

First group: **ADD**, **SUB**,**CMP**, **AND**, **TEST**, **OR**, **XOR**  
  
These types of operands are supported:

REG, memory  
memory, REG  
REG, REG  
memory, immediate  
REG, immediate

**REG**: AX, BX, CX, DX, AH, AL, BL, BH, CH, CL, DH, DL, DI, SI, BP, SP.  
  
**memory**: [BX], [BX+SI+7], variable, etc...  
  
**immediate**: 5, -24, 3Fh, 10001101b, etc...  
  
After operation between operands, result is always stored in first operand. **CMP** and **TEST** instructions affect flags only and do not store a result (these instruction are used to make decisions during program execution).   
  
These instructions affect these flags only:  
       **CF**, **ZF**, **SF**, **OF**, **PF**, **AF**.

* **ADD** - add second operand to first.
* **SUB** - Subtract second operand to first.
* **CMP** - Subtract second operand from first **for flags only**.
* **AND** - Logical AND between all bits of two operands. These rules apply:

1 AND 1 = 1  
1 AND 0 = 0  
0 AND 1 = 0  
0 AND 0 = 0

As you see we get **1** only when both bits are **1**.

* **TEST** - The same as **AND** but **for flags only**.
* **OR** - Logical OR between all bits of two operands. These rules apply:

1 OR 1 = 1  
1 OR 0 = 1  
0 OR 1 = 1  
0 OR 0 = 0

As you see we get **1** every time when at least one of the bits is **1**.

* **XOR** - Logical XOR (exclusive OR) between all bits of two operands. These rules apply:

1 XOR 1 = 0  
1 XOR 0 = 1  
0 XOR 1 = 1  
0 XOR 0 = 0

As you see we get **1** every time when bits are different from each other.

Second group: **MUL**, **IMUL**, **DIV**, **IDIV**  
  
These types of operands are supported:

REG  
memory

**REG**: AX, BX, CX, DX, AH, AL, BL, BH, CH, CL, DH, DL, DI, SI, BP, SP.  
  
**memory**: [BX], [BX+SI+7], variable, etc...  
  
**MUL** and **IMUL** instructions affect these flags only:  
       **CF**, **OF**  
When result is over operand size these flags are set to **1**, when result fits in operand size these flags are set to **0**.   
  
For **DIV** and **IDIV** flags are undefined.

* **MUL** - Unsigned multiply:

when operand is a **byte**:  
AX = AL \* operand.

when operand is a **word**:  
(DX AX) = AX \* operand.

* **IMUL** - Signed multiply:

when operand is a **byte**:  
AX = AL \* operand.

when operand is a **word**:  
(DX AX) = AX \* operand.

* **DIV** - Unsigned divide:

when operand is a **byte**:  
AL = AX / operand  
AH = remainder (modulus). .

when operand is a **word**:  
AX = (DX AX) / operand  
DX = remainder (modulus). .

* **IDIV** - Signed divide:

when operand is a **byte**:  
AL = AX / operand  
AH = remainder (modulus). .

when operand is a **word**:  
AX = (DX AX) / operand  
DX = remainder (modulus). .

Third group: **INC**, **DEC**, **NOT**, **NEG**  
  
These types of operands are supported:

REG  
memory

**REG**: AX, BX, CX, DX, AH, AL, BL, BH, CH, CL, DH, DL, DI, SI, BP, SP.  
  
**memory**: [BX], [BX+SI+7], variable, etc...  
  
**INC**, **DEC** instructions affect these flags only:  
       **ZF**, **SF**, **OF**, **PF**, **AF**.  
  
**NOT** instruction does not affect any flags!  
  
**NEG** instruction affects these flags only:  
       **CF**, **ZF**, **SF**, **OF**, **PF**, **AF**.

* **NOT** - Reverse each bit of operand.
* **NEG** - Make operand negative (two's complement). Actually it reverses each bit of operand and then adds 1 to it. For example 5 will become -5, and -2 will become 2.

**Program Flow Control**   
  
Controlling the program flow is a very important thing, this is where your program can make decisions according to certain conditions.

* **Unconditional Jumps**  
    
  The basic instruction that transfers control to another point in the program is **JMP**.   
    
  The basic syntax of **JMP** instruction:

JMP label

To declare a *label* in your program, just type its name and add "**:**" to the end, label can be any character combination but it cannot start with a number, for example here are 3 legal label definitions:

label1:  
label2:  
a:

Label can be declared on a separate line or before any other instruction, for example:

x1:  
MOV AX, 1  
  
x2: MOV AX, 2

Here is an example of **JMP** instruction:

|  |
| --- |
| MOV AX, 5 ; set AX to 5.  MOV BX, 2 ; set BX to 2.  JMP calc ; go to 'calc'.  back: JMP stop ; go to 'stop'.  calc:  ADD AX, BX ; add BX to AX.  JMP back ; go 'back'.  stop: |

Of course there is an easier way to calculate the some of two numbers, but it's still a good example of **JMP** instruction.   
As you can see from this example **JMP** is able to transfer control both forward and backward. It can jump anywhere in current code segment (65,535 bytes). 

* **Short Conditional Jumps**  
    
  Unlike **JMP** instruction that does an unconditional jump, there are instructions that do a conditional jumps (jump only when some conditions are in act). These instructions are divided in three groups, first group just test single flag, second compares numbers as signed, and third compares numbers as unsigned.   
    
  **Jump instructions that test single flag**

|  |  |  |  |
| --- | --- | --- | --- |
| Instruction | Description | Condition | Opposite Instruction |
| JZ , JE | Jump if Zero (Equal). | ZF = 1 | JNZ, JNE |
| JC , JB, JNAE | Jump if Carry (Below, Not Above Equal). | CF = 1 | JNC, JNB, JAE |
| JS | Jump if Sign. | SF = 1 | JNS |
| JO | Jump if Overflow. | OF = 1 | JNO |
| JPE, JP | Jump if Parity Even. | PF = 1 | JPO |
|  |  |  |  |
| JNZ , JNE | Jump if Not Zero (Not Equal). | ZF = 0 | JZ, JE |
| JNC , JNB, JAE | Jump if Not Carry (Not Below, Above Equal). | CF = 0 | JC, JB, JNAE |
| JNS | Jump if Not Sign. | SF = 0 | JS |
| JNO | Jump if Not Overflow. | OF = 0 | JO |
| JPO, JNP | Jump if Parity Odd (No Parity). | PF = 0 | JPE, JP |

* As you can see there are some instructions that do that same thing, that's correct, they even are assembled into the same machine code, so it's good to remember that when you compile **JE** instruction - you will get it disassembled as: **JZ**.  
  Different names are used to make programs easier to understand and code.   
    
    
  **Jump instructions for signed numbers**

|  |  |  |  |
| --- | --- | --- | --- |
| Instruction | Description | Condition | Opposite Instruction |
| JE , JZ | Jump if Equal (=). Jump if Zero. | ZF = 1 | JNE, JNZ |
| JNE , JNZ | Jump if Not Equal (<>). Jump if Not Zero. | ZF = 0 | JE, JZ |
| JG , JNLE | Jump if Greater (>). Jump if Not Less or Equal (not <=). | ZF = 0 and SF = OF | JNG, JLE |
| JL , JNGE | Jump if Less (<). Jump if Not Greater or Equal (not >=). | SF <> OF | JNL, JGE |
| JGE , JNL | Jump if Greater or Equal (>=). Jump if Not Less (not <). | SF = OF | JNGE, JL |
| JLE , JNG | Jump if Less or Equal (<=). Jump if Not Greater (not >). | ZF = 1 or SF <> OF | JNLE, JG |

* <> - sign means not equal.   
    
    
  **Jump instructions for unsigned numbers**

|  |  |  |  |
| --- | --- | --- | --- |
| Instruction | Description | Condition | Opposite Instruction |
| JE , JZ | Jump if Equal (=). Jump if Zero. | ZF = 1 | JNE, JNZ |
| JNE , JNZ | Jump if Not Equal (<>). Jump if Not Zero. | ZF = 0 | JE, JZ |
| JA , JNBE | Jump if Above (>). Jump if Not Below or Equal (not <=). | CF = 0 and ZF = 0 | JNA, JBE |
| JB , JNAE, JC | Jump if Below (<). Jump if Not Above or Equal (not >=). Jump if Carry. | CF = 1 | JNB, JAE, JNC |
| JAE , JNB, JNC | Jump if Above or Equal (>=). Jump if Not Below (not <). Jump if Not Carry. | CF = 0 | JNAE, JB |
| JBE , JNA | Jump if Below or Equal (<=). Jump if Not Above (not >). | CF = 1 or ZF = 1 | JNBE, JA |

* Generally, when it is required to compare numeric values **CMP** instruction is used (it does the same as **SUB** (subtract) instruction, but does not keep the result, just affects the flags).  
    
  The logic is very simple, for example:  
  it's required to compare 5 and 2,  
  5 - 2 = 3  
  the result is not zero (Zero Flag is set to 0).   
    
  Another example:  
  it's required to compare 7 and 7,  
  7 - 7 = 0  
  the result is zero! (Zero Flag is set to 1 and **JZ** or **JE** will do the jump).   
    
  Here is an example of **CMP** instruction and conditional jump:

|  |
| --- |
| MOV AL, 25 ; set AL to 25.  MOV BL, 10 ; set BL to 10.  CMP AL, BL ; compare AL - BL.  JE equal ; jump if AL = BL (ZF = 1).  MOV al,'N' ; if it gets here, then AL <> BL,  JMP stop ; so print 'N', and jump to stop.  equal: ; if gets here,  MOV al,'Y' ; then AL = BL, so print 'Y'.  stop: |

* Try the above example with different numbers for **AL** and **BL**, open flags by clicking on [**FLAGS**] button, use [**Single Step**] and see what happens, don't forget to recompile and reload after every change (use **F5** shortcut).
* All conditional jumps have one big limitation, unlike **JMP** instruction they can only jump **127** bytes forward and **128** bytes backward (note that most instructions are assembled into 3 or more bytes).   
    
  We can easily avoid this limitation using a cute trick:
  + Get a opposite conditional jump instruction from the table above, make it jump to *label\_x*.
  + Use **JMP** instruction to jump to desired location.
  + Define *label\_x:* just after the **JMP** instruction.

*label\_x:* - can be any valid label name.   
  
Here is an example:

|  |
| --- |
| MOV AL, 25 ; set AL to 25.  MOV BL, 10 ; set BL to 10.  CMP AL, BL ; compare AL - BL.  JNE not\_equal ; jump if AL <> BL (ZF = 0).  JMP equal  not\_equal:  ; let's assume that here we  ; have a code that is assembled  ; to more then 127 bytes...  MOV al,'N' ; if it gets here, then AL <> BL,  JMP stop ; so print 'N', and jump to stop.  equal: ; if gets here,  MOV al,'Y' ; then AL = BL, so print 'Y'. |

Another, yet rarely used method is providing an immediate value instead of a label. When immediate value starts with a '$' character relative jump is performed, otherwise Assembler calculates instruction that jumps directly to given offset. For example:

|  |
| --- |
| ; unconditional jump forward:  ; skip over next 2 bytes,  JMP $2  a DB 3 ; 1 byte.  b DB 4 ; 1 byte.  ; JCC jump back 7 bytes:  ; (JMP takes 2 bytes itself)  MOV BL,9  DEC BL ; 2 bytes.  CMP BL, 0 ; 3 bytes.  JNE $-7 |

**Procedures**   
  
Procedure is a part of code that can be called from your program in order to make some specific task. Procedures make program more structural and easier to understand. Generally procedure returns to the same point from where it was called.   
  
The syntax for procedure declaration:

name PROC  
  
      ; here goes the code  
      ; of the procedure ...  
  
RET  
name ENDP

name - is the procedure name, the same name should be in the top and the bottom, this is used to check correct closing of procedures.   
  
Probably, you already know that **RET** instruction is used to return to operating system. The same instruction is used to return from procedure (actually operating system sees your program as a special procedure).   
  
**PROC** and **ENDP** are compiler directives, so they are not assembled into any real machine code. Compiler just remembers the address of procedure.   
  
**CALL** instruction is used to call a procedure.   
  
Here is an example: 

|  |
| --- |
| CALL m1  MOV AX, 2  RET ; return to operating system.  m1 PROC  MOV BX, 5  RET ; return to caller.  m1 ENDP |

The above example calls procedure **m1**, does **MOV BX, 5**, and returns to the next instruction after **CALL**: **MOV AX, 2**.   
  
There are several ways to pass parameters to procedure, the easiest way to pass parameters is by using registers, here is another example of a procedure that receives two parameters in **AL** and **BL** registers, multiplies these parameters and returns the result in **AX** register: 

|  |
| --- |
| MOV AL, 1  MOV BL, 2  CALL m2  CALL m2  CALL m2  CALL m2  RET ; return to operating system.  m2 PROC  MUL BL ; AX = AL \* BL.  RET ; return to caller.  m2 ENDP |

In the above example value of **AL** register is update every time the procedure is called, **BL** register stays unchanged, so this algorithm calculates **2** in power of **4**,  
so final result in **AX** register is **16** (or 10h). 

Here goes another example,  
that uses a procedure to print a *Hello World!* message: 

|  |
| --- |
| LEA SI, msg ; load address of msg to SI.  CALL print\_me  RET ; return to operating system.  ; ==========================================================  ; this procedure prints a string, the string should be null  ; terminated (have zero in the end),  ; the string address should be in SI register:  print\_me PROC  next\_char:  CMP byte ptr [SI], 0 ; check for zero to stop  JE stop ;  MOV AL, [SI] ; next get ASCII char.  MOV AH, 0Eh ; teletype function number.  INT 10h ; using interrupt to print a char in AL.  ADD SI, 1 ; advance index of string array.  JMP next\_char ; go back, and type another char.  stop:  RET ; return to caller.  print\_me ENDP  ; ==========================================================  msg DB 'Hello World!', 0 ; null terminated string.  END |

**The Stack**   
  
Stack is an area of memory for keeping temporary data. Stack is used by **CALL** instruction to keep return address for procedure,**RET** instruction gets this value from the stack and returns to that offset. Quite the same thing happens when **INT** instruction calls an interrupt, it stores in stack flag register, code segment and offset. **IRET** instruction is used to return from interrupt call.   
  
We can also use the stack to keep any other data,  
there are two instructions that work with the stack:  
  
**PUSH** - stores 16 bit value in the stack.  
  
**POP** - gets 16 bit value from the stack.

|  |
| --- |
| Syntax for **PUSH** instruction:  PUSH REG PUSH SREG PUSH memory PUSH immediate  **REG**: AX, BX, CX, DX, DI, SI, BP, SP.  **SREG**: DS, ES, SS, CS.  **memory**: [BX], [BX+SI+7], 16 bit variable, etc...  **immediate**: 5, -24, 3Fh, 10001101b, etc... |

|  |
| --- |
| Syntax for **POP** instruction:  POP REG POP SREG POP memory  **REG**: AX, BX, CX, DX, DI, SI, BP, SP.  **SREG**: DS, ES, SS, (except CS).  **memory**: [BX], [BX+SI+7], 16 bit variable, etc... |

Notes:

* **PUSH** and **POP** work with 16 bit values only!
* Note: **PUSH immediate** works only on 80186 CPU and later!

The stack uses **LIFO** (Last In First Out) algorithm,  
this means that if we push these values one by one into the stack:  
**1, 2, 3, 4, 5**  
the first value that we will get on pop will be **5**, then **4**, **3**, **2**, and only then **1**.   
  
   
  
It is very important to do equal number of **PUSH**s and **POP**s, otherwise the stack maybe corrupted and it will be impossible to return to operating system. As you already know we use **RET** instruction to return to operating system, so when program starts there is a return address in stack (generally it's 0000h).   
  
**PUSH** and **POP** instruction are especially useful because we don't have too much registers to operate with, so here is a trick:

* Store original value of the register in stack (using **PUSH**).
* Use the register for any purpose.
* Restore the original value of the register from stack (using **POP**).

Here is an example: 

|  |
| --- |
| MOV AX, 1234h  PUSH AX ; store value of AX in stack.  MOV AX, 5678h ; modify the AX value.  POP AX ; restore the original value of AX. |

Another use of the stack is for exchanging the values,  
here is an example:

|  |
| --- |
| MOV AX, 1212h ; store 1212h in AX.  MOV BX, 3434h ; store 3434h in BX  PUSH AX ; store value of AX in stack.  PUSH BX ; store value of BX in stack.  POP AX ; set AX to original value of BX.  POP BX ; set BX to original value of AX. |

The exchange happens because stack uses **LIFO** (Last In First Out) algorithm, so when we push **1212h** and then **3434h**, on pop we will first get **3434h** and only after it **1212h**. 

The stack memory area is set by **SS** (Stack Segment) register, and **SP** (Stack Pointer) register. Generally operating system sets values of these registers on program start.   
  
"**PUSH *source***" instruction does the following:

* Subtract **2** from **SP** register.
* Write the value of ***source*** to the address **SS:SP**.

"**POP *destination***" instruction does the following:

* Write the value at the address **SS:SP** to ***destination***.
* Add **2** to **SP** register.

The current address pointed by **SS:SP** is called **the top of the stack**.   
  
For **COM** files stack segment is generally the code segment, and stack pointer is set to value of **0FFFEh**. At the address **SS:0FFFEh** stored a return address for **RET** instruction that is executed in the end of the program.   
  
You can visually see the stack operation by clicking on [**Stack**] button on emulator window. The top of the stack is marked with "**<**" sign.

**Macros**   
  
Macros are just like procedures, but not really. Macros look like procedures, but they exist only until your code is compiled, after compilation all macros are replaced with real instructions. If you declared a macro and never used it in your code, compiler will simply ignore it.

|  |
| --- |
| Macro definition:  name MACRO [parameters,...]  <instructions>  ENDM |

Unlike procedures, macros should be defined above the code that uses it, for example:

|  |
| --- |
| MyMacro MACRO p1, p2, p3  MOV AX, p1  MOV BX, p2  MOV CX, p3  ENDM  ORG 100h  MyMacro 1, 2, 3  MyMacro 4, 5, DX |

The above code is expanded into:  
  
MOV AX, 00001h  
MOV BX, 00002h  
MOV CX, 00003h  
MOV AX, 00004h  
MOV BX, 00005h  
MOV CX, DX

|  |
| --- |
| Some important facts about **macros** and **procedures**:   * When you want to use a procedure you should use **CALL** instruction, for example:   CALL MyProc   * When you want to use a macro, you can just type its name. For example:   MyMacro   * Procedure is located at some specific address in memory, and if you use the same procedure 100 times, the CPU will transfer control to this part of the memory. The control will be returned back to the program by **RET** instruction. The **stack** is used to keep the return address. The **CALL** instruction takes about 3 bytes, so the size of the output executable file grows very insignificantly, no matter how many time the procedure is used. * Macro is expanded directly in program's code. So if you use the same macro 100 times, the compiler expands the macro 100 times, making the output executable file larger and larger, each time all instructions of a macro are inserted. * You should use **stack** or any general purpose registers to pass parameters to procedure. * To pass parameters to macro, you can just type them after the macro name. For example:   MyMacro 1, 2, 3   * To mark the end of the macro **ENDM** directive is enough. * To mark the end of the procedure, you should type the name of the procedure before the **ENDP** directive. |

Macros are expanded directly in code, therefore if there are labels inside the macro definition you may get "Duplicate declaration" error when macro is used for twice or more. To avoid such problem, use **LOCAL** directive followed by names of variables, labels or procedure names. For example:

|  |
| --- |
| MyMacro2 MACRO  LOCAL label1, label2  CMP AX, 2  JE label1  CMP AX, 3  JE label2  label1:  INC AX  label2:  ADD AX, 2  ENDM  MyMacro2  MyMacro2 |

Operand types:  
  
**REG**: AX, BX, CX, DX, AH, AL, BL, BH, CH, CL, DH, DL, DI, SI, BP, SP.  
  
**SREG**: DS, ES, SS, and only as second operand: CS.  
  
**memory**: [BX], [BX+SI+7], variable, etc...(see [**Memory Access**](http://ce.kashanu.ac.ir/sabaghian/assembly/8086%20tutorial/8086%20Assembler%20Tutorial%20for%20Beginners%20(Part%202).htm)).  
  
**immediate**: 5, -24, 3Fh, 10001101b, etc...

Notes:

* When two operands are required for an instruction they are separated by comma. For example:  
    
  REG, memory
* When there are two operands, both operands must have the same size (except shift and rotate instructions). For example:  
    
  AL, DL  
  DX, AX  
  m1 DB ?  
  AL, m1  
  m2 DW ?  
  AX, m2
* Some instructions allow several operand combinations. For example:  
    
  memory, immediate  
  REG, immediate  
    
  memory, REG  
  REG, SREG
* Some examples contain macros, so it is advisable to use **Shift + F8** hot key to *Step Over* (to make macro code execute at maximum speed set **step delay** to zero), otherwise emulator will step through each instruction of a macro. Here is an example that uses PRINTN macro:
* #make\_COM#
* include 'emu8086.inc'
* ORG 100h
* MOV AL, 1
* MOV BL, 2
* PRINTN 'Hello World!' ; macro.
* MOV CL, 3
* PRINTN 'Welcome!' ; macro.

RET

These marks are used to show the state of the flags:  
  
**1** - instruction sets this flag to **1**.  
**0** - instruction sets this flag to **0**.  
**r** - flag value depends on result of the instruction.  
**?** - flag value is undefined (maybe **1** or **0**).

**Some instructions generate exactly the same machine code, so disassembler may have a problem decoding to your original code. This is especially important for Conditional Jump instructions (see "**[**Program Flow Control**](http://ce.kashanu.ac.ir/sabaghian/assembly/8086%20tutorial/8086%20Assembler%20Tutorial%20for%20Beginners%20(Part%207).htm)**" in Tutorials for more information).** 

Instructions in alphabetical order:

|  |  |  |
| --- | --- | --- |
| Instruction | Operands | Description |
| AAA | No operands | ASCII Adjust after Addition. Corrects result in AH and AL after addition when working with BCD values.   It works according to the following Algorithm:   if low nibble of AL > 9 or AF = 1 then:   * AL = AL + 6 * AH = AH + 1 * AF = 1 * CF = 1   else   * AF = 0 * CF = 0   in both cases: clear the high nibble of AL.   Example:  MOV AX, 15 ; AH = 00, AL = 0Fh  AAA ; AH = 01, AL = 05  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | r | ? | ? | ? | ? | r | |
| AAD | No operands | ASCII Adjust before Division. Prepares two BCD values for division.   Algorithm:   * AL = (AH \* 10) + AL * AH = 0   Example:  MOV AX, 0105h ; AH = 01, AL = 05  AAD ; AH = 00, AL = 0Fh (15)  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | ? | r | r | ? | r | ? | |
| AAM | No operands | ASCII Adjust after Multiplication. Corrects the result of multiplication of two BCD values.   Algorithm:   * AH = AL / 10 * AL = remainder   Example:  MOV AL, 15 ; AL = 0Fh  AAM ; AH = 01, AL = 05  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | ? | r | r | ? | r | ? | |
| AAS | No operands | ASCII Adjust after Subtraction. Corrects result in AH and AL after subtraction when working with BCD values.   Algorithm:  if low nibble of AL > 9 or AF = 1 then:   * AL = AL - 6 * AH = AH - 1 * AF = 1 * CF = 1   else   * AF = 0 * CF = 0   in both cases: clear the high nibble of AL.   Example:  MOV AX, 02FFh ; AH = 02, AL = 0FFh  AAS ; AH = 01, AL = 09  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | r | ? | ? | ? | ? | r | |
| ADC | REG, memory memory, REG REG, REG memory, immediate REG, immediate | Add with Carry.   Algorithm:  operand1 = operand1 + operand2 + CF   Example:  STC ; set CF = 1  MOV AL, 5 ; AL = 5  ADC AL, 1 ; AL = 7  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | r | r | r | r | r | r | |
| ADD | REG, memory memory, REG REG, REG memory, immediate REG, immediate | Add.   Algorithm:  operand1 = operand1 + operand2   Example:  MOV AL, 5 ; AL = 5  ADD AL, -3 ; AL = 2  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | r | r | r | r | r | r | |
| AND | REG, memory memory, REG REG, REG memory, immediate REG, immediate | Logical AND between all bits of two operands. Result is stored in operand1.  These rules apply:  1 AND 1 = 1 1 AND 0 = 0 0 AND 1 = 0 0 AND 0 = 0   Example:  MOV AL, 'a' ; AL = 01100001b  AND AL, 11011111b ; AL = 01000001b ('A')  RET   |  |  |  |  |  | | --- | --- | --- | --- | --- | | C | Z | S | O | P | | 0 | r | r | 0 | r | |
| CALL | procedure name label 4-byte address | Transfers control to procedure, return address is (IP) is pushed to stack. *4-byte address* may be entered in this form: 1234h:5678h, first value is a segment second value is an offset (this is a far call, so CS is also pushed to stack).   Example:  #make\_COM#  ORG 100h ; for COM file.  CALL p1  ADD AX, 1  RET ; return to OS.  p1 PROC ; procedure declaration.  MOV AX, 1234h  RET ; return to caller.  p1 ENDP   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| CBW | No operands | Convert byte into word.   Algorithm:   if high bit of AL = 1 then:   * AH = 255 (0FFh)   else   * AH = 0   Example:  MOV AX, 0 ; AH = 0, AL = 0  MOV AL, -5 ; AX = 000FBh (251)  CBW ; AX = 0FFFBh (-5)  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| CLC | No operands | Clear Carry flag.   Algorithm:   CF = 0   |  | | --- | | C | | 0 | |
| CLD | No operands | Clear Direction flag. SI and DI will be incremented by chain instructions: CMPSB, CMPSW, LODSB, LODSW, MOVSB, MOVSW, STOSB, STOSW.   Algorithm:   DF = 0   |  | | --- | | D | | 0 | |
| CLI | No operands | Clear Interrupt enable flag. This disables hardware interrupts.   Algorithm:   IF = 0   |  | | --- | | I | | 0 | |
| CMC | No operands | Complement Carry flag. Inverts value of CF.   Algorithm:   if CF = 1 then CF = 0 if CF = 0 then CF = 1   |  | | --- | | C | | r | |
| CMP | REG, memory memory, REG REG, REG memory, immediate REG, immediate | Compare.   Algorithm:  operand1 - operand2   result is not stored anywhere, flags are set (OF, SF, ZF, AF, PF, CF) according to result.   Example:  MOV AL, 5  MOV BL, 5  CMP AL, BL ; AL = 5, ZF = 1 (so equal!)  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | r | r | r | r | r | r | |
| CMPSB | No operands | Compare bytes: ES:[DI] from DS:[SI].   Algorithm:   * DS:[SI] - ES:[DI] * set flags according to result: OF, SF, ZF, AF, PF, CF * if DF = 0 then   + SI = SI + 1   + DI = DI + 1   else   * + SI = SI - 1   + DI = DI - 1   Example: see **cmpsb.asm** in Samples.   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | r | r | r | r | r | r | |
| CMPSW | No operands | Compare words: ES:[DI] from DS:[SI].   Algorithm:   * DS:[SI] - ES:[DI] * set flags according to result: OF, SF, ZF, AF, PF, CF * if DF = 0 then   + SI = SI + 2   + DI = DI + 2   else   * + SI = SI - 2   + DI = DI - 2   Example: see **cmpsw.asm** in Samples.   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | r | r | r | r | r | r | |
| CWD | No operands | Convert Word to Double word.   Algorithm:   if high bit of AX = 1 then:   * DX = 65535 (0FFFFh)   else   * DX = 0   Example:  MOV DX, 0 ; DX = 0  MOV AX, 0 ; AX = 0  MOV AX, -5 ; DX AX = 00000h:0FFFBh  CWD ; DX AX = 0FFFFh:0FFFBh  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| DAA | No operands | Decimal adjust After Addition. Corrects the result of addition of two packed BCD values.   Algorithm:   if low nibble of AL > 9 or AF = 1 then:   * AL = AL + 6 * AF = 1   if AL > 9Fh or CF = 1 then:   * AL = AL + 60h * CF = 1   Example:  MOV AL, 0Fh ; AL = 0Fh (15)  DAA ; AL = 15h  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | r | r | r | r | r | r | |
| DAS | No operands | Decimal adjust After Subtraction. Corrects the result of subtraction of two packed BCD values.   Algorithm:   if low nibble of AL > 9 or AF = 1 then:   * AL = AL - 6 * AF = 1   if AL > 9Fh or CF = 1 then:   * AL = AL - 60h * CF = 1   Example:  MOV AL, 0FFh ; AL = 0FFh (-1)  DAS ; AL = 99h, CF = 1  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | r | r | r | r | r | r | |
| DEC | REG memory | Decrement.   Algorithm:  operand = operand - 1    Example:  MOV AL, 255 ; AL = 0FFh (255 or -1)  DEC AL ; AL = 0FEh (254 or -2)  RET   |  |  |  |  |  | | --- | --- | --- | --- | --- | | Z | S | O | P | A | | r | r | r | r | r |   CF - unchanged! |
| DIV | REG memory | Unsigned divide.   Algorithm:  when operand is a **byte**: AL = AX / operand AH = remainder (modulus)  when operand is a **word**: AX = (DX AX) / operand DX = remainder (modulus)  Example:  MOV AX, 203 ; AX = 00CBh  MOV BL, 4  DIV BL ; AL = 50 (32h), AH = 3  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | ? | ? | ? | ? | ? | ? | |
| HLT | No operands | Halt the System.  Example:  MOV AX, 5  HLT   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| IDIV | REG memory | Signed divide.   Algorithm:  when operand is a **byte**: AL = AX / operand AH = remainder (modulus)  when operand is a **word**: AX = (DX AX) / operand DX = remainder (modulus)  Example:  MOV AX, -203 ; AX = 0FF35h  MOV BL, 4  IDIV BL ; AL = -50 (0CEh), AH = -3 (0FDh)  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | ? | ? | ? | ? | ? | ? | |
| IMUL | REG memory | Signed multiply.   Algorithm:  when operand is a **byte**: AX = AL \* operand.  when operand is a **word**: (DX AX) = AX \* operand.  Example:  MOV AL, -2  MOV BL, -4  IMUL BL ; AX = 8  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | r | ? | ? | r | ? | ? |   CF=OF=0 when result fits into operand of IMUL. |
| IN | AL, im.byte AL, DX AX, im.byte AX, DX | Input from port into **AL** or **AX**. Second operand is a port number. If required to access port number over 255 - **DX** register should be used.  Example:  IN AX, 4 ; get status of traffic lights.  IN AL, 7 ; get status of stepper-motor.   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| INC | REG memory | Increment.   Algorithm:  operand = operand + 1   Example:  MOV AL, 4  INC AL ; AL = 5  RET   |  |  |  |  |  | | --- | --- | --- | --- | --- | | Z | S | O | P | A | | r | r | r | r | r |   CF - unchanged! |
| INT | immediate byte | Interrupt numbered by immediate byte (0..255).   Algorithm:  Push to stack:   * + flags register   + CS   + IP * IF = 0 * Transfer control to interrupt procedure   Example:  MOV AH, 0Eh ; teletype.  MOV AL, 'A'  INT 10h ; BIOS interrupt.  RET   |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | I | | unchanged | | | | | | 0 | |
| INTO | No operands | Interrupt 4 if Overflow flag is 1.   Algorithm:  if OF = 1 then INT 4   Example:  ; -5 - 127 = -132 (not in -128..127)  ; the result of SUB is wrong (124),  ; so OF = 1 is set:  MOV AL, -5  SUB AL, 127 ; AL = 7Ch (124)  INTO ; process error.  RET |
| IRET | No operands | Interrupt Return.   Algorithm:  Pop from stack:   * + IP   + CS   + flags register  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | popped | | | | | | |
| JA | label | Short Jump if first operand is Above second operand (as set by CMP instruction). Unsigned.   Algorithm:  if (CF = 0) and (ZF = 0) then jump  Example:  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV AL, 250  CMP AL, 5  JA label1  PRINT 'AL is not above 5'  JMP exit  label1:  PRINT 'AL is above 5'  exit:  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| JAE | label | Short Jump if first operand is Above or Equal to second operand (as set by CMP instruction). Unsigned.   Algorithm:  if CF = 0 then jump  Example:  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV AL, 5  CMP AL, 5  JAE label1  PRINT 'AL is not above or equal to 5'  JMP exit  label1:  PRINT 'AL is above or equal to 5'  exit:  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| JB | label | Short Jump if first operand is Below second operand (as set by CMP instruction). Unsigned.   Algorithm:  if CF = 1 then jump  Example:  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV AL, 1  CMP AL, 5  JB label1  PRINT 'AL is not below 5'  JMP exit  label1:  PRINT 'AL is below 5'  exit:  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| JBE | label | Short Jump if first operand is Below or Equal to second operand (as set by CMP instruction). Unsigned.   Algorithm:  if CF = 1 or ZF = 1 then jump  Example:  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV AL, 5  CMP AL, 5  JBE label1  PRINT 'AL is not below or equal to 5'  JMP exit  label1:  PRINT 'AL is below or equal to 5'  exit:  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| JC | label | Short Jump if Carry flag is set to 1.   Algorithm:  if CF = 1 then jump  Example:  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV AL, 255  ADD AL, 1  JC label1  PRINT 'no carry.'  JMP exit  label1:  PRINT 'has carry.'  exit:  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| JCXZ | label | Short Jump if CX register is 0.   Algorithm:  if CX = 0 then jump  Example:  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV CX, 0  JCXZ label1  PRINT 'CX is not zero.'  JMP exit  label1:  PRINT 'CX is zero.'  exit:  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| JE | label | Short Jump if first operand is Equal to second operand (as set by CMP instruction). Signed/Unsigned.   Algorithm:  if ZF = 1 then jump  Example:  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV AL, 5  CMP AL, 5  JE label1  PRINT 'AL is not equal to 5.'  JMP exit  label1:  PRINT 'AL is equal to 5.'  exit:  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| JG | label | Short Jump if first operand is Greater then second operand (as set by CMP instruction). Signed.   Algorithm:  if (ZF = 0) and (SF = OF) then jump  Example:  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV AL, 5  CMP AL, -5  JG label1  PRINT 'AL is not greater -5.'  JMP exit  label1:  PRINT 'AL is greater -5.'  exit:  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| JGE | label | Short Jump if first operand is Greater or Equal to second operand (as set by CMP instruction). Signed.   Algorithm:  if SF = OF then jump  Example:  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV AL, 2  CMP AL, -5  JGE label1  PRINT 'AL < -5'  JMP exit  label1:  PRINT 'AL >= -5'  exit:  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| JL | label | Short Jump if first operand is Less then second operand (as set by CMP instruction). Signed.   Algorithm:  if SF <> OF then jump  Example:  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV AL, -2  CMP AL, 5  JL label1  PRINT 'AL >= 5.'  JMP exit  label1:  PRINT 'AL < 5.'  exit:  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| JLE | label | Short Jump if first operand is Less or Equal to second operand (as set by CMP instruction). Signed.   Algorithm:  if SF <> OF or ZF = 1 then jump  Example:  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV AL, -2  CMP AL, 5  JLE label1  PRINT 'AL > 5.'  JMP exit  label1:  PRINT 'AL <= 5.'  exit:  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| JMP | label 4-byte address | Unconditional Jump. Transfers control to another part of the program. *4-byte address* may be entered in this form: 1234h:5678h, first value is a segment second value is an offset.   Algorithm:  always jump  Example:  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV AL, 5  JMP label1 ; jump over 2 lines!  PRINT 'Not Jumped!'  MOV AL, 0  label1:  PRINT 'Got Here!'  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| JNA | label | Short Jump if first operand is Not Above second operand (as set by CMP instruction). Unsigned.   Algorithm:  if CF = 1 or ZF = 1 then jump  Example:  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV AL, 2  CMP AL, 5  JNA label1  PRINT 'AL is above 5.'  JMP exit  label1:  PRINT 'AL is not above 5.'  exit:  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| JNAE | label | Short Jump if first operand is Not Above and Not Equal to second operand (as set by CMP instruction). Unsigned.   Algorithm:  if CF = 1 then jump  Example:  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV AL, 2  CMP AL, 5  JNAE label1  PRINT 'AL >= 5.'  JMP exit  label1:  PRINT 'AL < 5.'  exit:  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| JNB | label | Short Jump if first operand is Not Below second operand (as set by CMP instruction). Unsigned.   Algorithm:  if CF = 0 then jump  Example:  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV AL, 7  CMP AL, 5  JNB label1  PRINT 'AL < 5.'  JMP exit  label1:  PRINT 'AL >= 5.'  exit:  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| JNBE | label | Short Jump if first operand is Not Below and Not Equal to second operand (as set by CMP instruction). Unsigned.   Algorithm:  if (CF = 0) and (ZF = 0) then jump  Example:  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV AL, 7  CMP AL, 5  JNBE label1  PRINT 'AL <= 5.'  JMP exit  label1:  PRINT 'AL > 5.'  exit:  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| JNC | label | Short Jump if Carry flag is set to 0.   Algorithm:  if CF = 0 then jump  Example:  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV AL, 2  ADD AL, 3  JNC label1  PRINT 'has carry.'  JMP exit  label1:  PRINT 'no carry.'  exit:  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| JNE | label | Short Jump if first operand is Not Equal to second operand (as set by CMP instruction). Signed/Unsigned.   Algorithm:  if ZF = 0 then jump  Example:  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV AL, 2  CMP AL, 3  JNE label1  PRINT 'AL = 3.'  JMP exit  label1:  PRINT 'Al <> 3.'  exit:  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| JNG | label | Short Jump if first operand is Not Greater then second operand (as set by CMP instruction). Signed.   Algorithm:  if (ZF = 1) and (SF <> OF) then jump  Example:  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV AL, 2  CMP AL, 3  JNG label1  PRINT 'AL > 3.'  JMP exit  label1:  PRINT 'Al <= 3.'  exit:  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| JNGE | label | Short Jump if first operand is Not Greater and Not Equal to second operand (as set by CMP instruction). Signed.   Algorithm:  if SF <> OF then jump  Example:  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV AL, 2  CMP AL, 3  JNGE label1  PRINT 'AL >= 3.'  JMP exit  label1:  PRINT 'Al < 3.'  exit:  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| JNL | label | Short Jump if first operand is Not Less then second operand (as set by CMP instruction). Signed.   Algorithm:  if SF = OF then jump  Example:  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV AL, 2  CMP AL, -3  JNL label1  PRINT 'AL < -3.'  JMP exit  label1:  PRINT 'Al >= -3.'  exit:  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| JNLE | label | Short Jump if first operand is Not Less and Not Equal to second operand (as set by CMP instruction). Signed.   Algorithm:  if (SF = OF) and (ZF = 0) then jump  Example:  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV AL, 2  CMP AL, -3  JNLE label1  PRINT 'AL <= -3.'  JMP exit  label1:  PRINT 'Al > -3.'  exit:  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| JNO | label | Short Jump if Not Overflow.   Algorithm:  if OF = 0 then jump  Example:  ; -5 - 2 = -7 (inside -128..127)  ; the result of SUB is correct,  ; so OF = 0:  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV AL, -5  SUB AL, 2 ; AL = 0F9h (-7)  JNO label1  PRINT 'overflow!'  JMP exit  label1:  PRINT 'no overflow.'  exit:  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| JNP | label | Short Jump if No Parity (odd). Only 8 low bits of result are checked. Set by CMP, SUB, ADD, TEST, AND, OR, XOR instructions.   Algorithm:  if PF = 0 then jump  Example:  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV AL, 00000111b ; AL = 7  OR AL, 0 ; just set flags.  JNP label1  PRINT 'parity even.'  JMP exit  label1:  PRINT 'parity odd.'  exit:  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| JNS | label | Short Jump if Not Signed (if positive). Set by CMP, SUB, ADD, TEST, AND, OR, XOR instructions.   Algorithm:  if SF = 0 then jump  Example:  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV AL, 00000111b ; AL = 7  OR AL, 0 ; just set flags.  JNS label1  PRINT 'signed.'  JMP exit  label1:  PRINT 'not signed.'  exit:  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| JNZ | label | Short Jump if Not Zero (not equal). Set by CMP, SUB, ADD, TEST, AND, OR, XOR instructions.   Algorithm:  if ZF = 0 then jump  Example:  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV AL, 00000111b ; AL = 7  OR AL, 0 ; just set flags.  JNZ label1  PRINT 'zero.'  JMP exit  label1:  PRINT 'not zero.'  exit:  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| JO | label | Short Jump if Overflow.   Algorithm:  if OF = 1 then jump  Example:  ; -5 - 127 = -132 (not in -128..127)  ; the result of SUB is wrong (124),  ; so OF = 1 is set:  include 'emu8086.inc'  #make\_COM#  org 100h  MOV AL, -5  SUB AL, 127 ; AL = 7Ch (124)  JO label1  PRINT 'no overflow.'  JMP exit  label1:  PRINT 'overflow!'  exit:  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| JP | label | Short Jump if Parity (even). Only 8 low bits of result are checked. Set by CMP, SUB, ADD, TEST, AND, OR, XOR instructions.   Algorithm:  if PF = 1 then jump  Example:  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV AL, 00000101b ; AL = 5  OR AL, 0 ; just set flags.  JP label1  PRINT 'parity odd.'  JMP exit  label1:  PRINT 'parity even.'  exit:  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| JPE | label | Short Jump if Parity Even. Only 8 low bits of result are checked. Set by CMP, SUB, ADD, TEST, AND, OR, XOR instructions.   Algorithm:  if PF = 1 then jump  Example:  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV AL, 00000101b ; AL = 5  OR AL, 0 ; just set flags.  JPE label1  PRINT 'parity odd.'  JMP exit  label1:  PRINT 'parity even.'  exit:  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| JPO | label | Short Jump if Parity Odd. Only 8 low bits of result are checked. Set by CMP, SUB, ADD, TEST, AND, OR, XOR instructions.   Algorithm:  if PF = 0 then jump  Example:  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV AL, 00000111b ; AL = 7  OR AL, 0 ; just set flags.  JPO label1  PRINT 'parity even.'  JMP exit  label1:  PRINT 'parity odd.'  exit:  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| JS | label | Short Jump if Signed (if negative). Set by CMP, SUB, ADD, TEST, AND, OR, XOR instructions.   Algorithm:  if SF = 1 then jump  Example:  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV AL, 10000000b ; AL = -128  OR AL, 0 ; just set flags.  JS label1  PRINT 'not signed.'  JMP exit  label1:  PRINT 'signed.'  exit:  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| JZ | label | Short Jump if Zero (equal). Set by CMP, SUB, ADD, TEST, AND, OR, XOR instructions.   Algorithm:  if ZF = 1 then jump  Example:  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV AL, 5  CMP AL, 5  JZ label1  PRINT 'AL is not equal to 5.'  JMP exit  label1:  PRINT 'AL is equal to 5.'  exit:  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| LAHF | No operands | Load AH from 8 low bits of Flags register.   Algorithm:  AH = flags register  AH bit: 7 6 5 4 3 2 1 0  [SF] [ZF] [0] [AF] [0] [PF] [1] [CF]  bits 1, 3, 5 are reserved.   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| LDS | REG, memory | Load memory double word into word register and DS.   Algorithm:   * REG = first word * DS = second word   Example:  #make\_COM#  ORG 100h  LDS AX, m  RET  m DW 1234h  DW 5678h  END  AX is set to 1234h, DS is set to 5678h.   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| LEA | REG, memory | Load Effective Address.   Algorithm:   * REG = address of memory (offset)   Generally this instruction is replaced by MOV when assembling when possible.   Example:  #make\_COM#  ORG 100h  LEA AX, m  RET  m DW 1234h  END  AX is set to: 0104h. LEA instruction takes 3 bytes, RET takes 1 byte, we start at 100h, so the address of 'm' is 104h.   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| LES | REG, memory | Load memory double word into word register and ES.   Algorithm:   * REG = first word * ES = second word   Example:  #make\_COM#  ORG 100h  LES AX, m  RET  m DW 1234h  DW 5678h  END  AX is set to 1234h, ES is set to 5678h.   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| LODSB | No operands | Load byte at DS:[SI] into AL. Update SI.  Algorithm:   * AL = DS:[SI] * if DF = 0 then   + SI = SI + 1   else   * + SI = SI - 1   Example:  #make\_COM#  ORG 100h  LEA SI, a1  MOV CX, 5  MOV AH, 0Eh  m: LODSB  INT 10h  LOOP m  RET  a1 DB 'H', 'e', 'l', 'l', 'o'   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| LODSW | No operands | Load word at DS:[SI] into AX. Update SI.  Algorithm:   * AX = DS:[SI] * if DF = 0 then   + SI = SI + 2   else   * + SI = SI - 2   Example:  #make\_COM#  ORG 100h  LEA SI, a1  MOV CX, 5  REP LODSW ; finally there will be 555h in AX.  RET  a1 dw 111h, 222h, 333h, 444h, 555h   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| LOOP | label | Decrease CX, jump to label if CX not zero.   Algorithm:   * CX = CX - 1 * if CX <> 0 then   + jump   else   * + no jump, continue   Example:  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV CX, 5  label1:  PRINTN 'loop!'  LOOP label1  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| LOOPE | label | Decrease CX, jump to label if CX not zero and Equal (ZF = 1).   Algorithm:   * CX = CX - 1 * if (CX <> 0) and (ZF = 1) then   + jump   else   * + no jump, continue   Example:  ; Loop until result fits into AL alone,  ; or 5 times. The result will be over 255  ; on third loop (100+100+100),  ; so loop will exit.  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV AX, 0  MOV CX, 5  label1:  PUTC '\*'  ADD AX, 100  CMP AH, 0  LOOPE label1  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| LOOPNE | label | Decrease CX, jump to label if CX not zero and Not Equal (ZF = 0).   Algorithm:   * CX = CX - 1 * if (CX <> 0) and (ZF = 0) then   + jump   else   * + no jump, continue   Example:  ; Loop until '7' is found,  ; or 5 times.  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV SI, 0  MOV CX, 5  label1:  PUTC '\*'  MOV AL, v1[SI]  INC SI ; next byte (SI=SI+1).  CMP AL, 7  LOOPNE label1  RET  v1 db 9, 8, 7, 6, 5   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| LOOPNZ | label | Decrease CX, jump to label if CX not zero and ZF = 0.   Algorithm:   * CX = CX - 1 * if (CX <> 0) and (ZF = 0) then   + jump   else   * + no jump, continue   Example:  ; Loop until '7' is found,  ; or 5 times.  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV SI, 0  MOV CX, 5  label1:  PUTC '\*'  MOV AL, v1[SI]  INC SI ; next byte (SI=SI+1).  CMP AL, 7  LOOPNZ label1  RET  v1 db 9, 8, 7, 6, 5   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| LOOPZ | label | Decrease CX, jump to label if CX not zero and ZF = 1.   Algorithm:   * CX = CX - 1 * if (CX <> 0) and (ZF = 1) then   + jump   else   * + no jump, continue   Example:  ; Loop until result fits into AL alone,  ; or 5 times. The result will be over 255  ; on third loop (100+100+100),  ; so loop will exit.  include 'emu8086.inc'  #make\_COM#  ORG 100h  MOV AX, 0  MOV CX, 5  label1:  PUTC '\*'  ADD AX, 100  CMP AH, 0  LOOPZ label1  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| MOV | REG, memory memory, REG REG, REG memory, immediate REG, immediate  SREG, memory memory, SREG REG, SREG SREG, REG | Copy operand2 to operand1.  The MOV instruction cannot:   * set the value of the CS and IP registers. * copy value of one segment register to another segment register (should copy to general register first). * copy immediate value to segment register (should copy to general register first).   Algorithm:  operand1 = operand2  Example:  #make\_COM#  ORG 100h  MOV AX, 0B800h ; set AX = B800h (VGA memory).  MOV DS, AX ; copy value of AX to DS.  MOV CL, 'A' ; CL = 41h (ASCII code).  MOV CH, 01011111b ; CL = color attribute.  MOV BX, 15Eh ; BX = position on screen.  MOV [BX], CX ; w.[0B800h:015Eh] = CX.  RET ; returns to operating system.   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| MOVSB | No operands | Copy byte at DS:[SI] to ES:[DI]. Update SI and DI.  Algorithm:   * ES:[DI] = DS:[SI] * if DF = 0 then   + SI = SI + 1   + DI = DI + 1   else   * + SI = SI - 1   + DI = DI - 1   Example:  #make\_COM#  ORG 100h  LEA SI, a1  LEA DI, a2  MOV CX, 5  REP MOVSB  RET  a1 DB 1,2,3,4,5  a2 DB 5 DUP(0)   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| MOVSW | No operands | Copy **word** at DS:[SI] to ES:[DI]. Update SI and DI.  Algorithm:   * ES:[DI] = DS:[SI] * if DF = 0 then   + SI = SI + 2   + DI = DI + 2   else   * + SI = SI - 2   + DI = DI - 2   Example:  #make\_COM#  ORG 100h  LEA SI, a1  LEA DI, a2  MOV CX, 5  REP MOVSW  RET  a1 DW 1,2,3,4,5  a2 DW 5 DUP(0)   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| MUL | REG memory | Unsigned multiply.   Algorithm:  when operand is a **byte**: AX = AL \* operand.  when operand is a **word**: (DX AX) = AX \* operand.  Example:  MOV AL, 200 ; AL = 0C8h  MOV BL, 4  MUL BL ; AX = 0320h (800)  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | r | ? | ? | r | ? | ? |   CF=OF=0 when high section of the result is zero. |
| NEG | REG memory | Negate. Makes operand negative (two's complement).   Algorithm:   * Invert all bits of the operand * Add 1 to inverted operand   Example:  MOV AL, 5 ; AL = 05h  NEG AL ; AL = 0FBh (-5)  NEG AL ; AL = 05h (5)  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | r | r | r | r | r | r | |
| NOP | No operands | No Operation.  Algorithm:   * Do nothing   Example:  ; do nothing, 3 times:  NOP  NOP  NOP  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| NOT | REG memory | Invert each bit of the operand.  Algorithm:   * if bit is 1 turn it to 0. * if bit is 0 turn it to 1.   Example:  MOV AL, 00011011b  NOT AL ; AL = 11100100b  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| OR | REG, memory memory, REG REG, REG memory, immediate REG, immediate | Logical OR between all bits of two operands. Result is stored in first operand.  These rules apply:  1 OR 1 = 1 1 OR 0 = 1 0 OR 1 = 1 0 OR 0 = 0   Example:  MOV AL, 'A' ; AL = 01000001b  OR AL, 00100000b ; AL = 01100001b ('a')  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | 0 | r | r | 0 | r | ? | |
| OUT | im.byte, AL im.byte, AX DX, AL DX, AX | Output from **AL** or **AX** to port. First operand is a port number. If required to access port number over 255 - **DX** register should be used.   Example:  MOV AX, 0FFFh ; Turn on all  OUT 4, AX ; traffic lights.  MOV AL, 100b ; Turn on the third  OUT 7, AL ; magnet of the stepper-motor.   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| POP | REG SREG memory | Get 16 bit value from the stack.   Algorithm:   * operand = SS:[SP] (top of the stack) * SP = SP + 2   Example:  MOV AX, 1234h  PUSH AX  POP DX ; DX = 1234h  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| POPA | No operands | Pop all general purpose registers DI, SI, BP, SP, BX, DX, CX, AX from the stack. SP value is ignored, it is Popped but not set to SP register).  Note: this instruction works only on **80186** CPU and later!   Algorithm:   * POP DI * POP SI * POP BP * POP xx (SP value ignored) * POP BX * POP DX * POP CX * POP AX  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| POPF | No operands | Get flags register from the stack.   Algorithm:   * flags = SS:[SP] (top of the stack) * SP = SP + 2  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | popped | | | | | | |
| PUSH | REG SREG memory immediate | Store 16 bit value in the stack.  Note: **PUSH immediate** works only on 80186 CPU and later!   Algorithm:   * SP = SP - 2 * SS:[SP] (top of the stack) = operand   Example:  MOV AX, 1234h  PUSH AX  POP DX ; DX = 1234h  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| PUSHA | No operands | Push all general purpose registers AX, CX, DX, BX, SP, BP, SI, DI in the stack. Original value of SP register (before PUSHA) is used.  Note: this instruction works only on **80186** CPU and later!   Algorithm:   * PUSH AX * PUSH CX * PUSH DX * PUSH BX * PUSH SP * PUSH BP * PUSH SI * PUSH DI  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| PUSHF | No operands | Store flags register in the stack.   Algorithm:   * SP = SP - 2 * SS:[SP] (top of the stack) = flags  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| RCL | memory, immediate REG, immediate  memory, CL REG, CL | Rotate operand1 left through Carry Flag. The number of rotates is set by operand2.  When **immediate** is greater then 1, assembler generates several **RCL xx, 1** instructions because 8086 has machine code only for this instruction (the same principle works for all other shift/rotate instructions).   Algorithm:  shift all bits left, the bit that goes off is set to CF and previous value of CF is inserted to the right-most position.  Example:  STC ; set carry (CF=1).  MOV AL, 1Ch ; AL = 00011100b  RCL AL, 1 ; AL = 00111001b, CF=0.  RET   |  |  | | --- | --- | | C | O | | r | r |   OF=0 if first operand keeps original sign. |
| RCR | memory, immediate REG, immediate  memory, CL REG, CL | Rotate operand1 right through Carry Flag. The number of rotates is set by operand2.   Algorithm:  shift all bits right, the bit that goes off is set to CF and previous value of CF is inserted to the left-most position.  Example:  STC ; set carry (CF=1).  MOV AL, 1Ch ; AL = 00011100b  RCR AL, 1 ; AL = 10001110b, CF=0.  RET   |  |  | | --- | --- | | C | O | | r | r |   OF=0 if first operand keeps original sign. |
| REP | chain instruction | Repeat following MOVSB, MOVSW, LODSB, LODSW, STOSB, STOSW instructions CX times.   Algorithm:  check\_cx:  if CX <> 0 then   * do following chain instruction * CX = CX - 1 * go back to check\_cx   else   * exit from REP cycle  |  | | --- | | Z | | r | |
| REPE | chain instruction | Repeat following CMPSB, CMPSW, SCASB, SCASW instructions while ZF = 1 (result is Equal), maximum CX times.   Algorithm:  check\_cx:  if CX <> 0 then   * do following chain instruction * CX = CX - 1 * if ZF = 1 then:   + go back to check\_cx   else   * + exit from REPE cycle   else   * exit from REPE cycle   Example: see **cmpsb.asm** in Samples.   |  | | --- | | Z | | r | |
| REPNE | chain instruction | Repeat following CMPSB, CMPSW, SCASB, SCASW instructions while ZF = 0 (result is Not Equal), maximum CX times.   Algorithm:  check\_cx:  if CX <> 0 then   * do following chain instruction * CX = CX - 1 * if ZF = 0 then:   + go back to check\_cx   else   * + exit from REPNE cycle   else   * exit from REPNE cycle  |  | | --- | | Z | | r | |
| REPNZ | chain instruction | Repeat following CMPSB, CMPSW, SCASB, SCASW instructions while ZF = 0 (result is Not Zero), maximum CX times.   Algorithm:  check\_cx:  if CX <> 0 then   * do following chain instruction * CX = CX - 1 * if ZF = 0 then:   + go back to check\_cx   else   * + exit from REPNZ cycle   else   * exit from REPNZ cycle  |  | | --- | | Z | | r | |
| REPZ | chain instruction | Repeat following CMPSB, CMPSW, SCASB, SCASW instructions while ZF = 1 (result is Zero), maximum CX times.   Algorithm:  check\_cx:  if CX <> 0 then   * do following chain instruction * CX = CX - 1 * if ZF = 1 then:   + go back to check\_cx   else   * + exit from REPZ cycle   else   * exit from REPZ cycle  |  | | --- | | Z | | r | |
| RET | No operands or even immediate | Return from near procedure.   Algorithm:   * Pop from stack:   + IP * if immediate operand is present: SP = SP + operand   Example:  #make\_COM#  ORG 100h ; for COM file.  CALL p1  ADD AX, 1  RET ; return to OS.  p1 PROC ; procedure declaration.  MOV AX, 1234h  RET ; return to caller.  p1 ENDP   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| RETF | No operands or even immediate | Return from Far procedure.   Algorithm:   * Pop from stack:   + IP   + CS * if immediate operand is present: SP = SP + operand  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| ROL | memory, immediate REG, immediate  memory, CL REG, CL | Rotate operand1 left. The number of rotates is set by operand2.   Algorithm:  shift all bits left, the bit that goes off is set to CF and the same bit is inserted to the right-most position.  Example:  MOV AL, 1Ch ; AL = 00011100b  ROL AL, 1 ; AL = 00111000b, CF=0.  RET   |  |  | | --- | --- | | C | O | | r | r |   OF=0 if first operand keeps original sign. |
| ROR | memory, immediate REG, immediate  memory, CL REG, CL | Rotate operand1 right. The number of rotates is set by operand2.   Algorithm:  shift all bits right, the bit that goes off is set to CF and the same bit is inserted to the left-most position.  Example:  MOV AL, 1Ch ; AL = 00011100b  ROR AL, 1 ; AL = 00001110b, CF=0.  RET   |  |  | | --- | --- | | C | O | | r | r |   OF=0 if first operand keeps original sign. |
| SAHF | No operands | Store AH register into low 8 bits of Flags register.   Algorithm:  flags register = AH  AH bit: 7 6 5 4 3 2 1 0  [SF] [ZF] [0] [AF] [0] [PF] [1] [CF]  bits 1, 3, 5 are reserved.   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | r | r | r | r | r | r | |
| SAL | memory, immediate REG, immediate  memory, CL REG, CL | Shift Arithmetic operand1 Left. The number of shifts is set by operand2.   Algorithm:   * Shift all bits left, the bit that goes off is set to CF. * Zero bit is inserted to the right-most position.   Example:  MOV AL, 0E0h ; AL = 11100000b  SAL AL, 1 ; AL = 11000000b, CF=1.  RET   |  |  | | --- | --- | | C | O | | r | r |   OF=0 if first operand keeps original sign. |
| SAR | memory, immediate REG, immediate  memory, CL REG, CL | Shift Arithmetic operand1 Right. The number of shifts is set by operand2.   Algorithm:   * Shift all bits right, the bit that goes off is set to CF. * The sign bit that is inserted to the left-most position has the same value as before shift.   Example:  MOV AL, 0E0h ; AL = 11100000b  SAR AL, 1 ; AL = 11110000b, CF=0.  MOV BL, 4Ch ; BL = 01001100b  SAR BL, 1 ; BL = 00100110b, CF=0.  RET   |  |  | | --- | --- | | C | O | | r | r |   OF=0 if first operand keeps original sign. |
| SBB | REG, memory memory, REG REG, REG memory, immediate REG, immediate | Subtract with Borrow.   Algorithm:  operand1 = operand1 - operand2 - CF   Example:  STC  MOV AL, 5  SBB AL, 3 ; AL = 5 - 3 - 1 = 1  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | r | r | r | r | r | r | |
| SCASB | No operands | Compare bytes: AL from ES:[DI].   Algorithm:   * ES:[DI] - AL * set flags according to result: OF, SF, ZF, AF, PF, CF * if DF = 0 then   + DI = DI + 1   else   * + DI = DI - 1  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | r | r | r | r | r | r | |
| SCASW | No operands | Compare words: AX from ES:[DI].   Algorithm:   * ES:[DI] - AX * set flags according to result: OF, SF, ZF, AF, PF, CF * if DF = 0 then   + DI = DI + 2   else   * + DI = DI - 2  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | r | r | r | r | r | r | |
| SHL | memory, immediate REG, immediate  memory, CL REG, CL | Shift operand1 Left. The number of shifts is set by operand2.   Algorithm:   * Shift all bits left, the bit that goes off is set to CF. * Zero bit is inserted to the right-most position.   Example:  MOV AL, 11100000b  SHL AL, 1 ; AL = 11000000b, CF=1.  RET   |  |  | | --- | --- | | C | O | | r | r |   OF=0 if first operand keeps original sign. |
| SHR | memory, immediate REG, immediate  memory, CL REG, CL | Shift operand1 Right. The number of shifts is set by operand2.   Algorithm:   * Shift all bits right, the bit that goes off is set to CF. * Zero bit is inserted to the left-most position.   Example:  MOV AL, 00000111b  SHR AL, 1 ; AL = 00000011b, CF=1.  RET   |  |  | | --- | --- | | C | O | | r | r |   OF=0 if first operand keeps original sign. |
| STC | No operands | Set Carry flag.   Algorithm:   CF = 1   |  | | --- | | C | | 1 | |
| STD | No operands | Set Direction flag. SI and DI will be decremented by chain instructions: CMPSB, CMPSW, LODSB, LODSW, MOVSB, MOVSW, STOSB, STOSW.   Algorithm:   DF = 1   |  | | --- | | D | | 1 | |
| STI | No operands | Set Interrupt enable flag. This enables hardware interrupts.   Algorithm:   IF = 1   |  | | --- | | I | | 1 | |
| STOSB | No operands | Store byte in AL into ES:[DI]. Update DI.  Algorithm:   * ES:[DI] = AL * if DF = 0 then   + DI = DI + 1   else   * + DI = DI - 1   Example:  #make\_COM#  ORG 100h  LEA DI, a1  MOV AL, 12h  MOV CX, 5  REP STOSB  RET  a1 DB 5 dup(0)   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| STOSW | No operands | Store word in AX into ES:[DI]. Update DI.  Algorithm:   * ES:[DI] = AX * if DF = 0 then   + DI = DI + 2   else   * + DI = DI - 2   Example:  #make\_COM#  ORG 100h  LEA DI, a1  MOV AX, 1234h  MOV CX, 5  REP STOSW  RET  a1 DW 5 dup(0)   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| SUB | REG, memory memory, REG REG, REG memory, immediate REG, immediate | Subtract.   Algorithm:  operand1 = operand1 - operand2   Example:  MOV AL, 5  SUB AL, 1 ; AL = 4  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | r | r | r | r | r | r | |
| TEST | REG, memory memory, REG REG, REG memory, immediate REG, immediate | Logical AND between all bits of two operands for flags only. These flags are effected: **ZF, SF, PF.** Result is not stored anywhere.  These rules apply:  1 AND 1 = 1 1 AND 0 = 0 0 AND 1 = 0 0 AND 0 = 0   Example:  MOV AL, 00000101b  TEST AL, 1 ; ZF = 0.  TEST AL, 10b ; ZF = 1.  RET   |  |  |  |  |  | | --- | --- | --- | --- | --- | | C | Z | S | O | P | | 0 | r | r | 0 | r | |
| XCHG | REG, memory memory, REG REG, REG | Exchange values of two operands.   Algorithm:  operand1 < - > operand2   Example:  MOV AL, 5  MOV AH, 2  XCHG AL, AH ; AL = 2, AH = 5  XCHG AL, AH ; AL = 5, AH = 2  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| XLATB | No operands | Translate byte from table. Copy value of memory byte at DS:[BX + unsigned AL] to AL register.   Algorithm:  AL = DS:[BX + unsigned AL]   Example:  #make\_COM#  ORG 100h  LEA BX, dat  MOV AL, 2  XLATB ; AL = 33h  RET  dat DB 11h, 22h, 33h, 44h, 55h   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | unchanged | | | | | | |
| XOR | REG, memory memory, REG REG, REG memory, immediate REG, immediate | Logical XOR (Exclusive OR) between all bits of two operands. Result is stored in first operand.  These rules apply:  1 XOR 1 = 0 1 XOR 0 = 1 0 XOR 1 = 1 0 XOR 0 = 0   Example:  MOV AL, 00000111b  XOR AL, 00000010b ; AL = 00000101b  RET   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | C | Z | S | O | P | A | | 0 | r | r | 0 | r | ? | |